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## Git安装及配置

### 安装

#### Linux下安装

$ sudo yum git

#### **Windows下安装**

<https://git-scm.com/download/win>

### 初始配置

#### 基础配置

$ git config --global user.name “qiaozq”

$ git config --global user.email [qiaozhiqi@163.com](mailto:qiaozhiqi@163.com)

#### 常用配置

$ git config --global core.edit vim //git默认文本编辑器

$ git config --global color.ui true //打开终端着色

$ git config --list //检查配置信息

#### 配置别名

$ git config --global alias.st status

$ git config --global alias.co checkout

$ git config --global alias.ci commit

$ git config --global alias.br branch

$ git config --global alias.unstage ‘reset HEAD’ //撤销暂存区的修改，重新放回工作区，e.g: $ git unstage test.c

$ git config --global alias.last ‘log -1’ //显示最近一次的提交

$ git config --global alias.lg "log --color --graph --abbrev-commit --pretty='%Cred[%h] %Cgreen-%an- <%cd> [%ar] %n %Cblue## %Creset%s%n'" //个性化日志显示格式

$ git config --global alias.difflist 'diff --name-status'

//显示修改文件列表

#### WIN下的配置

##### Windows下配置Byond Compare 4作为比较工具

Windows下配置文件一般在用户数据目录，如C:\Users\qiaozq，名为.gitconfig，配置BC4作为比较工具，配置文件参见：![](data:image/x-emf;base64,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)

[user]

name = joe

email = qiaozhiqi@163.com

[diff]

tool = bc3

[difftool "bc3"]

prompt = false

[difftool]

path = C:/Program Files/Beyond Compare 4/BCompare.exe

[merge]

tool = bc3

[mergetool]

prompt = false

[mergetool "bc3"]

path = C:/Program Files/Beyond Compare 4/BCompare.exe

Note: Git versions older than 2.2.0 (git --version) use "bc3" as the keyword for BC4. For Git 2.2.0+, use "bc".

## 搭建GIT服务器

远程git服务器可以用来协作，也可以用来过渡或者作为远程备份。以下是在centos系统中搭建git服务器的步骤：

### 生成SSH公钥

Git服务器使用SSH公钥进行认证，Git服务器中保存可以访问服务器的用户的公钥列表，其他git用户可在将自己的公钥文件（一般是id\_dsa.pub）中的内容加入到服务器的授权文件中（authorized\_keys），该用户即可访问Git服务器，push/pull内容。

$ cd ~/.ssh //查看是否有该目录，如没有可新建

$ ssh-keygen //生成key文件，id\_rsa为私钥文件，id\_rsa.pub为公钥文件

Generating public/private rsa key pair.

Enter file in which to save the key (/home/schacon/.ssh/id\_rsa):

Created directory '/home/schacon/.ssh'.

Enter passphrase (empty for no passphrase):

Enter same passphrase again:

Your identification has been saved in /home/schacon/.ssh/id\_rsa.

Your public key has been saved in /home/schacon/.ssh/id\_rsa.pub.

The key fingerprint is:

d0:82:24:8e:d7:f1:bb:9b:33:53:96:93:49:da:9b:e3 schacon@mylaptop.local

### 配置服务器

#### 创建用户及目录

$ sudo adduser git //创建用户

$ su git

$ cd

$ mkdir .ssh && chmod 700 .ssh

$ touch .ssh/authorized\_keys && chmod 600 .ssh/authorized\_keys

#### **添加证书**

将用户公钥添加到authorized\_keys文件末尾，一个用户一行。

#### 初始化git仓库

$ sudo git init --bare hsiar\_source.git //裸仓库通常以git结尾

$ sudo chown -R git:git hsiar\_source.git //owner改为git

#### 禁用shell登陆

出于安全考虑，第⼆步创建的git⽤户不允许登录shell，这可以通过编辑/etc/passwd⽂件完成。找到类似下⾯的⼀⾏：

git:x:1001:1001:,,,:/home/git:/bin/bash

改为：

git:x:1001:1001:,,,:/home/git:/usr/bin/git-shell

这样，git⽤户可以正常通过ssh使⽤git，但⽆法登录shell，因为我们为git⽤户指定的gitshell每次⼀登录就⾃动退出。

#### 推送到远程仓库

可以将某仓库的内容推送到远程仓库，以建立联系。例如，在win上的某git目录下，运行git bash：

$ git remote add origin [git@192.168.94.117:/home/git/hsiar.git](mailto:git@192.168.94.117:/home/git/hsiar.git)

$ git push -u origin master //将本地库的master分支推送到远程，由于是第一次崔松，加上-u参数，则将本地master分支和远程master分支关联起来

$ git push origin master //将本地master分支最新修改推送到远程服务器

#### 从远程仓库克隆

$ git clone [git@192.168.94.117:/home/git/hsiar.git](mailto:git@192.168.94.117:/home/git/hsiar.git)

## 远程仓库

### 查看远程仓库

$ git remote -v

$ git remote show origin //查看远程仓库origin的详细信息

$ git branch -r //查看远程仓库有哪些分支

### 添加远程仓库

$ git remote add <shortname> <url>

### 从远程仓库中拉取

$ git fetch [remote-name] //抓取但不合并

$ git pull [remote-name] //抓取并合并

### 推送到远程仓库

$ git push [remote-name] [branch-name] //将当前branch-name分支推送到远程仓库remote-name

$ git push origin master //master分支推送到远程仓库

$ git push origin dev //dev分支推送到远程仓库

$ git push -f origin feature01 //如果feature01使用--amend参数重写过，那么使用-f参数强制覆盖远程版本

### 远程仓库的移除和重命名

$ git remote rename org\_name new\_name //重命名

$ git remote rm name //删除

### **修改远程仓库的地址**

##### 直接重置地址

$ git remote set-url origin [git@new\_ip:/home/git/hsiar\_src.git](mailto:git@new_ip:/home/git/hsiar_src.git)

##### 先删除后添加

$ git remote rm origin

$ git remote add origin [git@new\_ip:/home/git/hsiar\_source.git](mailto:git@new_ip:/home/git/hsiar_source.git)

注意：修改后分支的对应关系可能改变，需要重新建立连接，按照提示操作即可。

## Git版本库基本操作

### 添加与提交

$ git add \* //添加所有文件，加入跟踪

$ git add filename //添加某个文件

$ git commit -m “log msg” //-m表示message，提交暂存的文件

$ git commit -a -m “log msg” //将所有修改的文件暂存并提交

$ git commit -e //提交暂存，打开编辑器编辑说明信息，-e表示edit

$ git status //查看状态

$ git status -s //紧凑格式输出当前状态

$ git rm file //移除文件

$ git mv file\_from file\_to //移动文件

### 查看提交历史

$ git lg filename //查看单个文件的历史

$ git show commit\_id //查看具体某次的修改

$ git log -2 //查看最近两次的提交

$ git log --pretty=oneline --abbrev-commit

//每行显示一条，包含commit-id

$ git log --color --graph --abbrev-commit --pretty="%Cred[%h] %Cgreen-%an- <%cd> [%ar] %n %Cblue## %Creset%s%n" //个性化日志输出格式

$ git log --until=1.day.ago //一分钟之前的所有log

$ git log --since=2.days.ago //两天之内的所有log

$ git log --since=1.week.ago //一周之内的所有log

$ git log --since=1.month.ago --until=2.weeks.ago

//一个月之前到半个月之前的所有log

$ git log --since=2016-06-01 --until=2016-06-06 //某个时间段的log

### 查看文件差异

$ git difftool //比较工作目录与暂存区的差别

$ git difftool filename //查看尚未暂存的某文件的修改

$ git difftool --cached //查看暂存的文件和上次提交的差异

$ git difftool --cached filename //查看暂存的某文件和上次提交的差异

$ git difftool commit\_id1 commit\_id2//查看两个历史版本的修改

$ git difftool commit\_id1 commit\_id2 -- filename //查看某特定文件的两个历史版本的修改

$ git difftool commit\_id //比较某个历史版本和当前工作区的差异

$ git difftool HEAD //比较工作区和上次提交的差异

$ git diff --name-status commit\_id1 commit\_id2 //查看两个版本修改的文件列表及文件的增删改状态

### 撤销操作

$ git commit --amend //如果忘了暂存某些修改，该命令可将该文件添加到上一次的提交中，如果没有修改，则会启动编辑器编辑上一次的提交说明

$ git reset HEAD <file> //取消暂存

$ git checkout -- [file] //撤销还未提交的修改

$ git ls-files -d | xargs -i git checkout {} //恢复误删除的文件

### 版本回退

$ git reset --hard HEAD^ //回退到上一个版本

$ git reset --hard <commit\_id> //回退到某个特定的版本，commit\_id可通过git reflog查看，即使回退到了某一个版本，在log中无法查新于该版本的commit id，也可以通过reflog查看

$ git reset --soft HEAD^ //将最近一次的提交回退到暂存区

## Git分支管理

### 分支的新建与合并

$ git branch //查看分支

$ git branch -v //查看分支并显示最后一次提交信息

$ git branch -r //查看远程分支

$ git branch name //新建name分支

$ git checkout name //切换到name分支

$ git checkout -b name //创建并切换到name分支

$ git merge name //合并name分支到当前分支

$ git merge --no-ff -m “commit msg” name //禁止快速合并模式，将name分支合并到当前分支，可查看到合并记录

$ git branch -d name //删除name分支

$ git branch -D name //强制删除分支

$git co --patch branch plugins/xxx/file.c //merge单个文件

//将branch分支中的file.c文件单独合并到当前分支，选择’a’确认，然后提交

### 解决冲突

$ git mergetool //如果有冲突，该命令会调用指定的merge tool，合并完成后add并提交

### 分支管理

$ git branch --merge //查看哪些分支已合并到当前分支

$ git branch --no-merged //查看所有包含未合并工作的分支

### 分支开发工作流

#### Bug分支，暂存工作状态

如果在某个分支上开发到一半，需要紧急修复bug，新建分支后修改的内容还在，所以需要先储藏而使得工作区干净，此时可以使用stash命令。

$ git stash //将当前工作状态暂存起来

$ git stash pop //出去最近一次的暂存并丢弃记录

$ git stash list //查看暂存的状态

$ git stash apply //取出最近的一次暂存

$ git stash apply stash@{1} //取出特定的暂存

$ git stash drop stash@{2} //丢弃某次暂存

#### 特性分支

按照正常的分支开发，合并即可

#### 远程分支

$ git checkout -b branch-name origin/branch-name

//在本地创建和远程分支对应的分支

$ git branch --set-upstream branch-name origin/branch-name

//建立本地分支和远程分支的关联

$git push origin --delete branch-name

//删除远程分支

## Git标签管理

### 创建标签

$ git tag v1.0 //在最新的commit上打标签

$ git tag //查看所有标签

$ git log --pretty=oneline --abbrev-commit //显示commit-id

$ git tag v0.9 6a7893e //对特定提交打标签

$ git show v0.9 //显示标签信息

$ git tag -a v0.1 -m “tag msg” 8s783a9

//创建带有说明的标签，-a指定标签名，-m指定说明文字

### 删除标签

$ git tag -d v1.0 //删除标签

### 推送标签

$ git push origin v1.0 //推送标签v1.0到远程

$ git push origin --tags //一次性推送尚未推送的标签到远程

$ git push origin :refs/tags/tagname //删除远程标签

## 自定义Git

### 忽略特定文件

在.gitignore文件中指定不需要跟踪的文件列表。

官方提供的列表目录：[gitignore文件列表](https://github.com/github/gitignore)。

## 常见问题分析

### 换行符转换问题

Windows平台以CRLF为行结尾符，Linux/Unix平台以LF为行结尾符，在跨平台开发时可能会导致问题。

$ git config --global core.autocrlf true/input/false

该配置用于CRLF/LF的自动转换，设置为true时会在签出时将LF转换为CRLF，提交时将CRLF转换为LF。input表示提交时将CRLF转换成LF，签出时不转换。false表示保留原来的结束符。

以目前的开发方式，建议在Windows上设置为false，然后尽量使用LF作为结束符开发。包括sourceinsight上设置结束符为LF。

### 拉取远程分支时报错

使用命令：

$ git checkout -b local-name origin/remote-name

时，报错：

fatal: git checkout: updating paths is incompatible with switching branches.  
Did you intend to checkout 'origin/remote-name' which can not be resolved as commit?

原因：该远程分支在本地仓库中未跟踪，可使用以下命令查看：

$ git remote show origin

如果该远程分支在”new”那一行，例如：

dev tracked

feature\_01\_signature new (next fetch will store in remotes/origin)

则先运行如下命令：

$ git remote update

$ git fetch

### **Win下bash速度变慢**

解决方案：关闭360安全卫士。